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# Setting-Up a Plugin in Unreal Engine 4 (UE4)

# Considered Methods for Balancing the Space Filling Algorithm

First, looking at a paper, entitled ‘Procedural Generation of Balanced Levels for a 3D Paintball Game’. (Raul Lara-Cabrera et al, 2017)

In this paper, the idea of using zones, with edges between the zones (up to a certain threshold), connecting them, with a vector representation, holding three specific groups of values: First, the coordinates of the zone, then the density of obstacles in that zone and finally, the density of obstacles for edges. (Raul Lara-Cabrera et al, 2017)

In order to maintain a balanced map (level), with no clear advantage for either team, an attribute known as ‘Fitness’ is used, with coefficients for defensiveness, flanking and dispersion considered, along with the mean and standard deviation of the defensiveness and flanking values of the zones. (Raul Lara-Cabrera et al, 2017)

The defensiveness of a zone, is determined by the following factors:

* The density of the obstacles within that zone
* The density of the obstacles between that zone and the nearest zones (on the edges)

(Raul Lara-Cabrera et al, 2017)

The flanking coefficient of a zone, is calculated by counting the number of connected zones in the sub-graph, composed of the zone’s adjacent nodes, after removing the zone from consideration. If a zone has no connected zones, its flanking coefficient is zero. (Raul Lara-Cabrera et al, 2017)

For this algorithm’s genetic operators, the generator has a variation probability of Y (with a default value of 0.1) and a recombination probability of Z (with a default value of 0.75). Mutation and crossover operators are used here, with the mutation operator applying pseudo-random permutations to the values of an individual vector (as noted in the 2nd paragraph of this section), adding or multiplying a respective pseudo-random value to it. The decision of adding or multiplying is also decided upon by chance, with the same probability. If an individual vector is mutated to such an extent, that it becomes invalid for the FPSLevelGenerator’s requirements, the algorithm will assign a fitness value of zero to it. The map graph is then recalculated after this mutation, to include new edges between zones, if they become close enough because of it. (Raul Lara-Cabrera et al, 2017)

For the crossover operators, there are two of these, which are not applied at the same time, but with a probability of 0.5 for each. The first of these, is a one-point crossover (Raul Lara-Cabrera et al, 2017)
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